**NEX encrypt algorithm**

**Description**

NEX encrypt is symmetric-key algorithm for the encryption text using python3. This algorithm adapted from DES algorithm. Created for project#1 “Crack me if you dare” 322327 Computer Network Security [1/2561]

**Input qualification**

Plaintext: Unicode 16 bits per character, 64 bits per block

Key: ascii 8 bits per character, maximum 64 bits

**Encryption**

**Overall**

Divide the text into block, each block contains 4 character (64 bits). Each block will encrypt 8 rounds. And each round will encrypt block with algorithm depend on subkeys.

**Generate subkeys**

We will generate subkeys from input key by step:

1. Convert input key to binary 64 bits. Append 0 to 64 bits if input key less than 64 bits and remove bits more than 64th bit

“thiskey” => “0111010001101000 0110100101110011 0110101101100101 0111100100000000”

1. Divide key from step 1 into 4-part call “ABCD”. ‘A’ is first part, ‘B’ is second part. Then permuted each part with following A1 B1 C1 D1 A2 B2 C2 D2 … A16 B16 C16 D16   
   ( A1 is first char of A ) . We call the permuted bits is KR(0)

KR(0) => “0000111111111001 0111100000100111 0000111011100100 1000001001000110”

1. Then create KR(1) -> KR(8) by KR(n+1) = KR(n) shift right ( KR(n)63 + KR(n)64 )2 +1 times

KR(0)63 = 1 and KR(0)63 = 0 then => (10)2 + 1 = 3 KR(1) = KR(0) shift right 3 times

KR(1) => “1100000111111111 0010111100000100 1110000111011100 1001000001001000”

1. Then we get 8 subkeys KR(1) -> KR(8)

**Encrypt block of plaintext**

Encrypt each block with 8 rounds by following step:

1. Divide block of plaintext into 4-parts call “ABCD”. Then permuted each part with following C1 A1 D1 B1 C2 A2 D2 B2 … C16 A16 D16 B16

Example round 1:

Plantext = “LOVE” => “0000000001001100 0000000001001111

0000000001010110 0000000001000101”

Plantext permuted = “0000000001010110 0000000001001100

0000000001000101 0000000001001111”

1. Divide result from step 1 into 4-parts call “OPQR” and divide KR(round) from into 4-parts call “WXYZ”. And pair permuted plaintext with each permuted subkeys “OW”, “PX”, “QY”, “RZ”
2. Check each KR that paired with plaintext, let KR(round)1 + KR(round)12 = KA and KR(round)15 + KR(round)16 = KZ

If KZ = ‘00’ and KA = ‘00’ Then permuted paired plaintext with following sequence

|  |  |  |  |
| --- | --- | --- | --- |
| 0 | 7 | 11 | 1 |
| 13 | 2 | 8 | 12 |
| 9 | 3 | 5 | 15 |
| 14 | 6 | 4 | 10 |

If KZ = ‘00’ and KA = ‘01’ Then permuted paired plaintext with following sequence

|  |  |  |  |
| --- | --- | --- | --- |
| 9 | 14 | 7 | 11 |
| 10 | 6 | 8 | 13 |
| 15 | 4 | 2 | 3 |
| 0 | 1 | 5 | 12 |

If KZ = ‘00’ and KA = ‘10’ Then permuted paired plaintext with following sequence

|  |  |  |  |
| --- | --- | --- | --- |
| 9 | 14 | 8 | 10 |
| 0 | 5 | 6 | 7 |
| 2 | 1 | 4 | 13 |
| 15 | 3 | 11 | 12 |

If KZ = ‘00’ and KA = ‘11’ Then permuted paired plaintext with following sequence

|  |  |  |  |
| --- | --- | --- | --- |
| 7 | 10 | 11 | 4 |
| 6 | 0 | 2 | 13 |
| 15 | 3 | 1 | 9 |
| 14 | 8 | 12 | 5 |

If KZ = ‘01’ Then XOR paired permuted plaintext and KR

If KZ = ‘10’ Then complement permuted plaintext

If KZ = ‘11’ Then left shift permuted plaintext (KA)2 + 1 times

**Overview**

**KR(8)**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACsAAAAxCAMAAAEDyZCZAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAABgUExURQAAAAC/YACvUAC1VQCvUACzUwCvUACyUgCvUACxUQCvUACvUACxUQCvUACwUQCvUACyUQCxUACxUQCwUACxUQCwUACxUQCwUACxUQCwUACxUQCwUACxUQCwUACxUQCwUKsX17IAAAAfdFJOUwAIEBggKDA4QEhQYGhweICHj5efp6+3v8fP19/n7/ctN6U8AAAACXBIWXMAABcRAAAXEQHKJvM/AAABaElEQVQ4T82V3WKDIAyFcVZry6Zrqf3X8/5vuQRjCxTU9Wb7LuAQo9BDoIpouHHA0N25wcpqj7X0kvcAYWDg5ofd0aihtMgm8RHVSm8pUYhijBHB9NJb3Ac76Ylxio+n7PCcGPgS9Rto5UBo5UgPdykOJmYwkaMU5YObCI8tclEugZVsbQlcZWhZ8aLRxt7e3i6i3ufUjLXiwlPeyfsX6mB1IzpRFKlwJ8KjQCXKo49+4zMaXUWjdTQKrxAFg8jPNkFtHDNquiAIaNUCnp0bu3nwToY625iW0Uh54agMPPbR6B9BG010B80WzFBUVWPuwwvNgnyLZh/6WkazFOxm4uRGMJQdOp8ko6WcRM+zC/d5ClpH6iJ6oQLOImehgluce1xsBRvhXM5TsMFTd/NjxrmNq6hw7AW7PlEi0gWR2+c41MO52seuLUv2bROENn57W4qrJDEbCU6R67bn3OWFqIp3/sH+EUr9AMIcHDq3tp6IAAAAAElFTkSuQmCC)

**Plaintext**

**1**

**2**

**3**

**4**

**KEY**

**1**

**2**

**3**

**4**

**KR(0)**

**KR(1)**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACsAAAAxCAMAAAEDyZCZAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAABgUExURQAAAAC/YACvUAC1VQCvUACzUwCvUACyUgCvUACxUQCvUACvUACxUQCvUACwUQCvUACyUQCxUACxUQCwUACxUQCwUACxUQCwUACxUQCwUACxUQCwUACxUQCwUACxUQCwUKsX17IAAAAfdFJOUwAIEBggKDA4QEhQYGhweICHj5efp6+3v8fP19/n7/ctN6U8AAAACXBIWXMAABcRAAAXEQHKJvM/AAABaElEQVQ4T82V3WKDIAyFcVZry6Zrqf3X8/5vuQRjCxTU9Wb7LuAQo9BDoIpouHHA0N25wcpqj7X0kvcAYWDg5ofd0aihtMgm8RHVSm8pUYhijBHB9NJb3Ac76Ylxio+n7PCcGPgS9Rto5UBo5UgPdykOJmYwkaMU5YObCI8tclEugZVsbQlcZWhZ8aLRxt7e3i6i3ufUjLXiwlPeyfsX6mB1IzpRFKlwJ8KjQCXKo49+4zMaXUWjdTQKrxAFg8jPNkFtHDNquiAIaNUCnp0bu3nwToY625iW0Uh54agMPPbR6B9BG010B80WzFBUVWPuwwvNgnyLZh/6WkazFOxm4uRGMJQdOp8ko6WcRM+zC/d5ClpH6iJ6oQLOImehgluce1xsBRvhXM5TsMFTd/NjxrmNq6hw7AW7PlEi0gWR2+c41MO52seuLUv2bROENn57W4qrJDEbCU6R67bn3OWFqIp3/sH+EUr9AMIcHDq3tp6IAAAAAElFTkSuQmCC)

**function**

**PT1**

**PT2**

**Encrypted**

**Code**

GitHub :<https://github.com/akaradat/NEXEncrypt>
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